Yahoo Query Language (YQL)

Using the YQL service is one way to request data from an external server and to overcome the cross-
domain restrictions.

We can send a query to YQL which requests the data from the remote server and immediately sends the
result, in the desired format, back to our application.

We can use the popular JS library jQuery to send an asynchronous HTTP request to YQL. You may not
have used the jQuery libary yet, but it is required by the front-end framework Bootstrap. Therefore, it was
included in most of our templates.

jQuery

jQuery is the most popular JS library and aims to simplify programming with JavaScript by providing
many useful functions for DOM manipulation, event handling, animation and AJAX requests. Basically,
it is a single JS file that should be included before your JS code.

Download: http://code.jquery.com/jquery-latest.min.js

<script src="js/jquery.min.js"></script>

Request data from Divvy Bikes with YQL:

// Webpage that returns JSON data
var url = "https://www.divvybikes.com/stations/json’;

// Build YQL query (request whole JSON feed from the given url)

var yql = "http://query.yahooapis.com/v1l/public/yql?qg="
+ encodeURIComponent('SELECT * FROM json WHERE url="' + url + '"")
+ '&format=json&callback=?";

// Send an asynchronous HTTP request with jQuery
$.getISONCyql, function(jsonData){
console.log(jsonData);
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APl response received over intermediary proxy:
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json.html:30
Object
query: Object
count: 1
B created: "2016-01-08T7@1:58:21Z"
B lang: "en-us"

results: Object
json: Object
[B executionTime: "2016-01-07 07:58:01 PM"
stationBeanList: Array
{id: "2", stationName: "Buckingham Fountain", availableDocks: "24", totalDocks: "35", latitude: "41.876428", .}

{id: "3", stationName: "Shedd Aquarium", availableDocks: "26", totalDocks: "29", latitude: "41.86722595682", .}

{id: "4", stationName: "Burnham Harbor", availableDocks: "19", totalDocks: "23", latitude: "41.856268", ..}

{id: "5", stationName: "State St & Harrison St", availableDocks: "13", totalDocks: "23", latitude: "41.874@53", ..}

{id: "6", stationName: "Dusable Harbor", availableDocks: "21", totalDocks: "31", latitude: "41.88504199232", .}

{id: "7", stationName: "Field Blvd & South Water St", availableDocks: "1@", totalDocks: "19", latitude: "41.88634906269", ..}
{id: "Q"_ statinnName: "leavitt St & Archer Ave". availahleDncks: "17". tatalDacks: "19". latitude: "41.828792A1904". .}

As you can see in the screenshot, the web service returned the requested list of bike sharing stations in
Chicago. The data is deeply nested and contains additional information which is not necessarily needed,
but fortunately it is in JSON format and you can easily traverse the tree by using the dot-notation:

// Get array with stations (JSON objects)
var stations = jsonData.query.results.json.stationBeanList

Another advantage of using YQL is that you can choose between different formats. For example, if an API
provides the data only as XML, it is difficult to transform it to the more convenient JSON format. You would
need another JS library for the conversion. But in our case you just need to define the format parameter in
the YQL query:

// XML to JSON

var yql = "http://query.yahooapis.com/v1l/public/yql?qg="
+ encodeURIComponent('SELECT * FROM xml WHERE url=""' + url + ""'
+ '&format=json&callback=?"

The example above was a use case for accessing dynamic data from an external web server. Other web
services/data APIs might differ in that you (a) might have to deal with other data formats, or (b) have to
append an APIl-key to the URL to get access to the server. But now you should have a general idea of API
requests and how they differ from loading static datasets from an Open Data website.



